**UNIT-3**

C++ Inheritance

In C++, inheritance is a process in which one object acquires all the properties and behaviors of its parent object automatically. In such way, you can reuse, extend or modify the attributes and behaviors which are defined in other class.

In C++, the class which inherits the members of another class is called derived class and the class whose members are inherited is called base class. The derived class is the specialized class for the base class.

Advantage of C++ Inheritance

**Code reusability:** Now you can reuse the members of your parent class. So, there is no need to define the member again. So less code is required in the class.

Types Of Inheritance

**C++ supports five types of inheritance:**

* Single inheritance
* Multiple inheritance
* Hierarchical inheritance
* Multilevel inheritance
* Hybrid inheritance
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## Derived Classes

A Derived class is defined as the class derived from the base class.

The Syntax of Derived class:

**class** derived\_class\_name : visibility-mode base\_class\_name

{

    // body of the derived class.

}

**Where,**

**derived\_class\_name:** It is the name of the derived class.

**visibility mode:** The visibility mode specifies whether the features of the base class are publicly inherited or privately inherited. It can be public or private.

**base\_class\_name:** It is the name of the base class.

* When the base class is privately inherited by the derived class, public members of the base class becomes the private members of the derived class. Therefore, the public members of the base class are not accessible by the objects of the derived class only by the member functions of the derived class.
* When the base class is publicly inherited by the derived class, public members of the base class also become the public members of the derived class. Therefore, the public members of the base class are accessible by the objects of the derived class as well as by the member functions of the base class.

### Note:

* In C++, the default mode of visibility is private.
* The private members of the base class are never inherited.

## C++ Single Inheritance

**Single inheritance** is defined as the inheritance in which a derived class is inherited from the only one base class.
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Where 'A' is the base class, and 'B' is the derived class.

C++ Single Level Inheritance Example: Inheriting Fields

When one class inherits another class, it is known as single level inheritance. Let's see the example of single level inheritance which inherits the fields only.

#include <iostream>

**using** **namespace** std;

**class** Account {

**public**:

**float** salary = 60000;

 };

**class** Programmer: **public** Account {

**public**:

**float** bonus = 5000;

   };

**int** main(**void**) {

     Programmer p1;

     cout<<"Salary: "<<p1.salary<<endl;

     cout<<"Bonus: "<<p1.bonus<<endl;

**return** 0;

}

Output:

Salary: 60000

Bonus: 5000

In the above example, Employee is the **base** class and Programmer is the **derived** class.

C++ Single Level Inheritance Example: Inheriting Methods

Let's see another example of inheritance in C++ which inherits methods only.

#include <iostream>

**using** **namespace** std;

**class** Animal {

**public**:

**void** eat() {

    cout<<"Eating..."<<endl;

 }

   };

**class** Dog: **public** Animal

   {

**public**:

**void** bark(){

    cout<<"Barking...";

     }

   };

**int** main(**void**) {

    Dog d1;

    d1.eat();

    d1.bark();

**return** 0;

}

Output:

Eating...

Barking...

Let's see a simple example.

#include <iostream>

**using** **namespace** std;

**class** A

{

**int** a = 4;

**int** b = 5;

**public**:

**int** mul()

    {

**int** c = a\*b;

**return** c;

    }

};

**class** B : **private** A

{

**public**:

**void** display()

    {

**int** result = mul();

        std::cout <<"Multiplication of a and b is : "<<result<< std::endl;

    }

};

**int** main()

{

   B b;

   b.display();

**return** 0;

}

Output:

Multiplication of a and b is : 20

In the above example, class A is privately inherited. Therefore, the mul() function of class 'A' cannot be accessed by the object of class B. It can only be accessed by the member function of class B.

How to make a Private Member Inheritable

The private member is not inheritable. If we modify the visibility mode by making it public, but this takes away the advantage of data hiding.

C++ introduces a third visibility modifier, i.e., **protected**. The member which is declared as protected will be accessible to all the member functions within the class as well as the class immediately derived from it.

**Visibility modes can be classified into three categories:**
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* **Public**: When the member is declared as public, it is accessible to all the functions of the program.
* **Private**: When the member is declared as private, it is accessible within the class only.
* **Protected**: When the member is declared as protected, it is accessible within its own class as well as the class immediately derived from it.

Access Control and Inheritance

A derived class can access all the non-private members of its base class. Thus base-class members that should not be accessible to the member functions of derived classes should be declared private in the base class.

We can summarize the different access types according to - who can access them in the following way −

|  |  |  |  |
| --- | --- | --- | --- |
| **Access** | **public** | **protected** | **private** |
| Same class | yes | yes | yes |
| Derived classes | yes | yes | no |
| Outside classes | yes | no | no |

A derived class inherits all base class methods with the following exceptions −

* Constructors, destructors and copy constructors of the base class.
* Overloaded operators of the base class.
* The friend functions of the base class.

C++ Multilevel Inheritance

**Multilevel inheritance** is a process of deriving a class from another derived class.

![cpp-inheritance4.png](data:image/png;base64,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)

C++ Multi Level Inheritance Example

When one class inherits another class which is further inherited by another class, it is known as multi level inheritance in C++. Inheritance is transitive so the last derived class acquires all the members of all its base classes.

Let's see the example of multi level inheritance in C++.

#include <iostream>

**using** **namespace** std;

**class** Animal {

**public**:

**void** eat() {

    cout<<"Eating..."<<endl;

 }

   };

**class** Dog: **public** Animal

   {

**public**:

**void** bark(){

    cout<<"Barking..."<<endl;

     }

   };

**class** BabyDog: **public** Dog

   {

**public**:

**void** weep() {

    cout<<"Weeping...";

     }

   };

**int** main(**void**) {

    BabyDog d1;

    d1.eat();

    d1.bark();

     d1.weep();

**return** 0;

}

Output:

Eating...

Barking...

Weeping...

C++ Multiple Inheritance

**Multiple inheritance** is the process of deriving a new class that inherits the attributes from two or more classes.
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**Syntax of the Derived class:**

**class** D : visibility B-1, visibility B-2, ?

{

    // Body of the class;

}

Let's see a simple example of multiple inheritance.

#include <iostream>

**using** **namespace** std;

**class** A

{

**protected**:

**int** a;

**public**:

**void** get\_a(**int** n)

    {

        a = n;

    }

};

**class** B

{

**protected**:

**int** b;

**public**:

**void** get\_b(**int** n)

    {

        b = n;

    }

};

**class** C : **public** A,**public** B

{

**public**:

**void** display()

    {

        std::cout << "The value of a is : " <<a<< std::endl;

        std::cout << "The value of b is : " <<b<< std::endl;

        cout<<"Addition of a and b is : "<<a+b;

    }

};

**int** main()

{

   C c;

   c.get\_a(10);

   c.get\_b(20);

   c.display();

**return** 0;

}

Output:

The value of a is : 10

The value of b is : 20

Addition of a and b is : 30

In the above example, class 'C' inherits two base classes 'A' and 'B' in a public mode.

Ambiquity Resolution in Inheritance

Ambiguity can be occurred in using the multiple inheritance when a function with the same name occurs in more than one base class.

Let's understand this through an example:

#include <iostream>

**using** **namespace** std;

**class** A

{

**public**:

**void** display()

    {

        std::cout << "Class A" << std::endl;

    }

};

**class** B

{

**public**:

**void** display()

    {

        std::cout << "Class B" << std::endl;

    }

};

**class** C : **public** A, **public** B

{

**void** view()

    {

        display();

    }

};

**int** main()

{

    C c;

    c.display();

**return** 0;

}

Output:

error: reference to 'display' is ambiguous

display();

* The above issue can be resolved by using the class resolution operator with the function. In the above example, the derived class code can be rewritten as:

**class** C : **public** A, **public** B

{

**void** view()

    {

        A :: display();         // Calling the display() function of class A.

        B :: display();         // Calling the display() function of class B.

    }

};

An ambiguity can also occur in single inheritance.

Consider the following situation:

**class** A

{

**public**:

**void** display()

{

   cout<<?Class A?;

}

} ;

**class** B

{

**public**:

**void** display()

{

 cout<<?Class B?;

}

} ;

In the above case, the function of the derived class overrides the method of the base class. Therefore, call to the display() function will simply call the function defined in the derived class. If we want to invoke the base class function, we can use the class resolution operator.

**int** main()

{

    B b;

   b.display();               // Calling the display() function of B class.

   b.B :: display();       // Calling the display() function defined in B class.

}

C++ Hybrid Inheritance

Hybrid inheritance is a combination of more than one type of inheritance.

![cpp-inheritance6.png](data:image/png;base64,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)

Let's see a simple example:

#include <iostream>

**using** **namespace** std;

**class** A

{

**protected**:

**int** a;

**public**:

**void** get\_a()

    {

       std::cout << "Enter the value of 'a' : " << std::endl;

       cin>>a;

    }

};

**class** B : **public** A

{

**protected**:

**int** b;

**public**:

**void** get\_b()

    {

        std::cout << "Enter the value of 'b' : " << std::endl;

       cin>>b;

    }

};

**class** C

{

**protected**:

**int** c;

**public**:

**void** get\_c()

    {

        std::cout << "Enter the value of c is : " << std::endl;

        cin>>c;

    }

};

**class** D : **public** B, **public** C

{

**protected**:

**int** d;

**public**:

**void** mul()

    {

         get\_a();

         get\_b();

         get\_c();

         std::cout << "Multiplication of a,b,c is : " <<a\*b\*c<< std::endl;

    }

};

**int** main()

{

    D d;

    d.mul();

**return** 0;

}

Output:

Enter the value of 'a' :

10

Enter the value of 'b' :

20

Enter the value of c is :

30

Multiplication of a,b,c is : 6000

C++ Hierarchical Inheritance

Hierarchical inheritance is defined as the process of deriving more than one class from a base class.

![cpp-inheritance7.png](data:image/png;base64,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)

**Syntax of Hierarchical inheritance:**

**class** A

{

    // body of the class A.

}

**class** B : **public** A

{

    // body of class B.

}

**class** C : **public** A

{

    // body of class C.

}

**class** D : **public** A

{

    // body of class D.

}

Let's see a simple example:

#include <iostream>

**using** **namespace** std;

**class** Shape                 // Declaration of base class.

{

**public**:

**int** a;

**int** b;

**void** get\_data(**int** n,**int** m)

    {

        a= n;

        b = m;

    }

};

**class** Rectangle : **public** Shape  // inheriting Shape class

{

**public**:

**int** rect\_area()

    {

**int** result = a\*b;

**return** result;

    }

};

**class** Triangle : **public** Shape    // inheriting Shape class

{

**public**:

**int** triangle\_area()

    {

**float** result = 0.5\*a\*b;

**return** result;

    }

};

**int** main()

{

    Rectangle r;

    Triangle t;

**int** length,breadth,base,height;

    std::cout << "Enter the length and breadth of a rectangle: " << std::endl;

    cin>>length>>breadth;

    r.get\_data(length,breadth);

**int** m = r.rect\_area();

    std::cout << "Area of the rectangle is : " <<m<< std::endl;

    std::cout << "Enter the base and height of the triangle: " << std::endl;

    cin>>base>>height;

    t.get\_data(base,height);

**float** n = t.triangle\_area();

    std::cout <<"Area of the triangle is : "  << n<<std::endl;

**return** 0;

}

Output:

Enter the length and breadth of a rectangle:

23

20

Area of the rectangle is : 460

Enter the base and height of the triangle:

2

5

Area of the triangle is : 5

## C++ Virtual Base Class

Virtual base class is used in situation where a derived have multiple copies of base class. Consider the following figure:
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### Example without using virtual base class

#include<iostream.h>

#include<conio.h>

class ClassA

{

public:

int a;

};

class ClassB : public ClassA

{

public:

int b;

};

class ClassC : public ClassA

{

public:

int c;

};

class ClassD : public ClassB, public ClassC

{

public:

int d;

};

void main()

{

ClassD obj;

obj.a = 10; **//Statement 1, Error occur**

obj.a = 100; **//Statement 2, Error occur**

obj.b = 20;

obj.c = 30;

obj.d = 40;

cout<< "\n A : "<< obj.a;

cout<< "\n B : "<< obj.b;

cout<< "\n C : "<< obj.c;

cout<< "\n D : "<< obj.d;

}

Output :

A from ClassB : 10

A from ClassC : 100

B : 20

C : 30

D : 40

In the above example, both **ClassB** & **ClassC** inherit **ClassA**, they both have single copy of **ClassA**. However **ClassD** inherit both **ClassB** & **ClassC**, therefore **ClassD** have two copies of **ClassA**, one from **ClassB** and another from **ClassC**.

Statement 1 and 2 in above example will generate error, bco'z compiler can't differentiate between two copies of **ClassA** in **ClassD**.

To remove multiple copies of **ClassA** from **ClassD**, we must inherit **ClassA** in **ClassB** and **ClassC** as **virtual** class.

### Example using virtual base class

#include<iostream.h>

#include<conio.h>

class ClassA

{

public:

int a;

};

class ClassB : **virtual** public ClassA

{

public:

int b;

};

class ClassC : **virtual** public ClassA

{

public:

int c;

};

class ClassD : public ClassB, public ClassC

{

public:

int d;

};

void main()

{

ClassD obj;

obj.a = 10; **//Statement 1**

obj.a = 100; **//Statement 2**

obj.b = 20;

obj.c = 30;

obj.d = 40;

cout<< "\n A : "<< obj.a;

cout<< "\n B : "<< obj.b;

cout<< "\n C : "<< obj.c;

cout<< "\n D : "<< obj.d;

}

Output :

A : 100

B : 20

C : 30

D : 40

According to the above example, **ClassD** have only one copy of **ClassA** and statement 4 will overwrite the value of **a**, given in statement 3.

# C++ Polymorphism

The term "Polymorphism" is the combination of "poly" + "morphs" which means many forms. It is a greek word. In object-oriented programming, we use 3 main concepts: inheritance, encapsulation, and polymorphism.

## Real Life Example Of Polymorphism

Let's consider a real-life example of polymorphism. A lady behaves like a teacher in a classroom, mother or daughter in a home and customer in a market. Here, a single person is behaving differently according to the situations.

**There are two types of polymorphism in C++:**
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* **Compile time polymorphism**: The overloaded functions are invoked by matching the type and number of arguments. This information is available at the compile time and, therefore, compiler selects the appropriate function at the compile time. It is achieved by function overloading and operator overloading which is also known as static binding or early binding. Now, let's consider the case where function name and prototype is same.

**class** A                                  //  base class declaration.

  {

**int** a;

**public**:

**void** display()

       {

             cout<< "Class A ";

        }

  };

**class** B : **public** A                       //  derived class declaration.

{

**int** b;

**public**:

**void** display()

  {

        cout<<"Class B";

  }

};

In the above case, the prototype of display() function is the same in both the **base and derived class**. Therefore, the static binding cannot be applied. It would be great if the appropriate function is selected at the run time. This is known as **run time polymorphism**.

* **Run time polymorphism**: Run time polymorphism is achieved when the object's method is invoked at the run time instead of compile time. It is achieved by method overriding which is also known as dynamic binding or late binding.

Differences b/w compile time and run time polymorphism.

|  |  |
| --- | --- |
| **Compile time polymorphism** | **Run time polymorphism** |
| The function to be invoked is known at the compile time. | The function to be invoked is known at the run time. |
| It is also known as overloading, early binding and static binding. | It is also known as overriding, Dynamic binding and late binding. |
| Overloading is a compile time polymorphism where more than one method is having the same name but with the different number of parameters or the type of the parameters. | Overriding is a run time polymorphism where more than one method is having the same name, number of parameters and the type of the parameters. |
| It is achieved by function overloading and operator overloading. | It is achieved by virtual functions and pointers. |
| It provides fast execution as it is known at the compile time. | It provides slow execution as it is known at the run time. |
| It is less flexible as mainly all the things execute at the compile time. | It is more flexible as all the things execute at the run time. |

C++ Runtime Polymorphism Example

Let's see a simple example of run time polymorphism in C++.

// an example without the virtual keyword.

#include <iostream>

**using** **namespace** std;

**class** Animal {

**public**:

**void** eat(){

cout<<"Eating...";

    }

};

**class** Dog: **public** Animal

{

**public**:

**void** eat()

    {           cout<<"Eating bread...";

    }

};

**int** main(**void**) {

   Dog d = Dog();

   d.eat();

**return** 0;

}

**Output:**

Eating bread...

C++ Run time Polymorphism Example: By using two derived class

Let's see another example of run time polymorphism in C++ where we are having two derived classes.

// an example with virtual keyword.

#include <iostream>

**using** **namespace** std;

**class** Shape {                                        //  base class

**public**:

**virtual** **void** draw(){                             // virtual function

cout<<"drawing..."<<endl;

    }

};

**class** Rectangle: **public** Shape                  //  inheriting Shape class.

{

**public**:

**void** draw()

   {

       cout<<"drawing rectangle..."<<endl;

    }

};

**class** Circle: **public** Shape                        //  inheriting Shape class.

{

**public**:

**void** draw()

   {

      cout<<"drawing circle..."<<endl;

   }

};

**int** main(**void**) {

    Shape \*s;                               //  base class pointer.

    Shape sh;                               // base class object.

       Rectangle rec;

        Circle cir;

      s=&sh;

     s->draw();

        s=&rec;

     s->draw();

    s=?

    s->draw();

}

**Output:**

drawing...

drawing rectangle...

drawing circle...

Runtime Polymorphism with Data Members

Runtime Polymorphism can be achieved by data members in C++. Let's see an example where we are accessing the field by reference variable which refers to the instance of derived class.

#include <iostream>

**using** **namespace** std;

**class** Animal {                                          //  base class declaration.

**public**:

    string color = "Black";

};

**class** Dog: **public** Animal                       // inheriting Animal class.

{

**public**:

    string color = "Grey";

};

**int** main(**void**) {

     Animal d= Dog();

    cout<<d.color;

}

**Output:**

Black

C++ Overloading (Function and Operator)

If we create two or more members having the same name but different in number or type of parameter, it is known as C++ overloading. In C++, we can overload:

* methods,
* constructors, and
* indexed properties

It is because these members have parameters only.

Types of overloading in C++ are:

* Function overloading
* Operator overloading
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C++ Function Overloading

Function Overloading is defined as the process of having two or more function with the same name, but different in parameters is known as function overloading in C++. In function overloading, the function is redefined by using either different types of arguments or a different number of arguments. It is only through these differences compiler can differentiate between the functions.

The **advantage** of Function overloading is that it increases the readability of the program because you don't need to use different names for the same action.

C++ Function Overloading Example

Let's see the simple example of function overloading where we are changing number of arguments of add() method.

// program of function overloading when number of arguments vary.

#include <iostream>

**using** **namespace** std;

**class** Cal {

**public**:

**static** **int** add(**int** a,**int** b){

**return** a + b;

    }

**static** **int** add(**int** a, **int** b, **int** c)

    {

**return** a + b + c;

    }

};

**int** main(**void**) {

    Cal C;                                                    //     class object declaration.

    cout<<C.add(10, 20)<<endl;

    cout<<C.add(12, 20, 23);

**return** 0;

}

**Output:**

30

55

Let's see the simple example when the type of the arguments vary.

// Program of function overloading with different types of arguments.

#include<iostream>

**using** **namespace** std;

**int** mul(**int**,**int**);

**float** mul(**float**,**int**);

**int** mul(**int** a,**int** b)

{

**return** a\*b;

}

**float** mul(**double** x, **int** y)

{

**return** x\*y;

}

**int** main()

{

**int** r1 = mul(6,7);

**float** r2 = mul(0.2,3);

    std::cout << "r1 is : " <<r1<< std::endl;

    std::cout <<"r2 is : "  <<r2<< std::endl;

**return** 0;

}

**Output:**

r1 is : 42

r2 is : 0.6

Function Overloading and Ambiguity

When the compiler is unable to decide which function is to be invoked among the overloaded function, this situation is known as **function overloading**.

When the compiler shows the ambiguity error, the compiler does not run the program.

**Causes of Function Overloading:**

* Type Conversion.
* Function with default arguments.
* Function with pass by reference.
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* Type Conversion:

**Let's see a simple example.**

#include<iostream>

**using** **namespace** std;

**void** fun(**int**);

**void** fun(**float**);

**void** fun(**int** i)

{

    std::cout << "Value of i is : " <<i<< std::endl;

}

**void** fun(**float** j)

{

    std::cout << "Value of j is : " <<j<< std::endl;

}

**int** main()

{

    fun(12);

    fun(1.2);

**return** 0;

}

The above example shows an error "**call of overloaded 'fun(double)' is ambiguous**". The fun(10) will call the first function. The fun(1.2) calls the second function according to our prediction. But, this does not refer to any function as in C++, all the floating point constants are treated as double not as a float. If we replace float to double, the program works. Therefore, this is a type conversion from float to double.

* Function with Default Arguments

**Let's see a simple example.**

#include<iostream>

**using** **namespace** std;

**void** fun(**int**);

**void** fun(**int**,**int**);

**void** fun(**int** i)

{

    std::cout << "Value of i is : " <<i<< std::endl;

}

**void** fun(**int** a,**int** b=9)

{

    std::cout << "Value of a is : " <<a<< std::endl;

    std::cout << "Value of b is : " <<b<< std::endl;

}

**int** main()

{

    fun(12);

**return** 0;

}

The above example shows an error "call of overloaded 'fun(int)' is ambiguous". The fun(int a, int b=9) can be called in two ways: first is by calling the function with one argument, i.e., fun(12) and another way is calling the function with two arguments, i.e., fun(4,5). The fun(int i) function is invoked with one argument. Therefore, the compiler could not be able to select among fun(int i) and fun(int a,int b=9).

* Function with pass by reference

Let's see a simple example.

#include <iostream>

**using** **namespace** std;

**void** fun(**int**);

**void** fun(**int** &);

**int** main()

{

**int** a=10;

fun(a); // error, which f()?

**return** 0;

}

**void** fun(**int** x)

{

std::cout << "Value of x is : " <<x<< std::endl;

}

**void** fun(**int** &b)

{

std::cout << "Value of b is : " <<b<< std::endl;

}

The above example shows an error "**call of overloaded 'fun(int&)' is ambiguous**". The first function takes one integer argument and the second function takes a reference parameter as an argument. In this case, the compiler does not know which function is needed by the user as there is no syntactical difference between the fun(int) and fun(int &).

C++ Operators Overloading

Operator overloading is a compile-time polymorphism in which the operator is overloaded to provide the special meaning to the user-defined data type. Operator overloading is used to overload or redefines most of the operators available in C++. It is used to perform the operation on the user-defined data type. For example, C++ provides the ability to add the variables of the user-defined data type that is applied to the built-in data types.

The advantage of Operators overloading is to perform different operations on the same operand.

**Operator that cannot be overloaded are as follows:**

* Scope operator (::)
* Sizeof
* member selector(.)
* member pointer selector(\*)
* ternary operator(?:)

Syntax of Operator Overloading

return\_type class\_name  : : operator op(argument\_list)

{

     // body of the function.

}

Where the **return type** is the type of value returned by the function.

**class\_name** is the name of the class.

**operator op** is an operator function where op is the operator being overloaded, and the operator is the keyword.

Rules for Operator Overloading

* Existing operators can only be overloaded, but the new operators cannot be overloaded.
* The overloaded operator contains atleast one operand of the user-defined data type.
* We cannot use friend function to overload certain operators. However, the member function can be used to overload those operators.
* When unary operators are overloaded through a member function take no explicit arguments, but, if they are overloaded by a friend function, takes one argument.
* When binary operators are overloaded through a member function takes one explicit argument, and if they are overloaded through a friend function takes two explicit arguments.

C++ Operators Overloading Example

Let's see the simple example of operator overloading in C++. In this example, void operator ++ () operator function is defined (inside Test class).

// program to overload the unary operator ++.

#include <iostream>

**using** **namespace** std;

**class** Test

{

**private**:

**int** num;

**public**:

       Test(): num(8){}

**void** operator ++()         {

          num = num+2;

       }

**void** Print() {

           cout<<"The Count is: "<<num;

       }

};

**int** main()

{

    Test tt;

    ++tt;  // calling of a function "void operator ++()"

    tt.Print();

**return** 0;

}

**Output:**

The Count is: 10

Let's see a simple example of overloading the binary operators.

// program to overload the binary operators.

#include <iostream>

**using** **namespace** std;

**class** A

{

**int** x;

**public**:

      A(){}

    A(**int** i)

    {

       x=i;

    }

**void** operator+(A);

**void** display();

};

**void** A :: operator+(A a)

{

**int** m = x+a.x;

    cout<<"The result of the addition of two objects is : "<<m;

}

**int** main()

{

    A a1(5);

    A a2(4);

    a1+a2;

**return** 0;

}

**Output:**

The result of the addition of two objects is : 9

C++ Function Overriding

If derived class defines same function as defined in its base class, it is known as function overriding in C++. It is used to achieve runtime polymorphism. It enables you to provide specific implementation of the function which is already provided by its base class.

C++ Function Overriding Example

Let's see a simple example of Function overriding in C++. In this example, we are overriding the eat() function.

#include <iostream>

**using** **namespace** std;

**class** Animal {

**public**:

**void** eat(){

cout<<"Eating...";

    }

};

**class** Dog: **public** Animal

{

**public**:

**void** eat()

    {

       cout<<"Eating bread...";

    }

};

**int** main(**void**) {

   Dog d = Dog();

   d.eat();

**return** 0;

}

Output:

Eating bread...

C++ virtual function

* A C++ virtual function is a member function in the base class that you redefine in a derived class. It is declared using the virtual keyword.
* It is used to tell the compiler to perform dynamic linkage or late binding on the function.
* There is a necessity to use the single pointer to refer to all the objects of the different classes. So, we create the pointer to the base class that refers to all the derived objects. But, when base class pointer contains the address of the derived class object, always executes the base class function. This issue can only be resolved by using the 'virtual' function.
* A 'virtual' is a keyword preceding the normal declaration of a function.
* When the function is made virtual, C++ determines which function is to be invoked at the runtime based on the type of the object pointed by the base class pointer.

Late binding or Dynamic linkage

In late binding function call is resolved during runtime. Therefore compiler determines the type of object at runtime, and then binds the function call.

**Rules of Virtual Function**

* Virtual functions must be members of some class.
* Virtual functions cannot be static members.
* They are accessed through object pointers.
* They can be a friend of another class.
* A virtual function must be defined in the base class, even though it is not used.
* The prototypes of a virtual function of the base class and all the derived classes must be identical. If the two functions with the same name but different prototypes, C++ will consider them as the overloaded functions.
* We cannot have a virtual constructor, but we can have a virtual destructor
* Consider the situation when we don't use the virtual keyword.

#include <iostream>

**using** **namespace** std;

**class** A

{

**int** x=5;

**public**:

**void** display()

    {

        std::cout << "Value of x is : " << x<<std::endl;

    }

};

**class** B: **public** A

{

**int** y = 10;

**public**:

**void** display()

    {

        std::cout << "Value of y is : " <<y<< std::endl;

    }

};

**int** main()

{

    A \*a;

    B b;

    a = &b;

   a->display();

**return** 0;

}

**Output:**

Value of x is : 5

In the above example, \* a is the base class pointer. The pointer can only access the base class members but not the members of the derived class. Although C++ permits the base pointer to point to any object derived from the base class, it cannot directly access the members of the derived class. Therefore, there is a need for virtual function which allows the base pointer to access the members of the derived class.

C++ virtual function Example

Let's see the simple example of C++ virtual function used to invoked the derived class in a program.

#include <iostream>

{

**public**:

**virtual** **void** display()

 {

  cout << "Base class is invoked"<<endl;

 }

};

**class** B:**public** A

{

**public**:

**void** display()

 {

  cout << "Derived Class is invoked"<<endl;

 }

};

**int** main()

{

 A\* a;    //pointer of base class

 B b;     //object of derived class

 a = &b;

 a->display();   //Late Binding occurs

}

**Output:**

Derived Class is invoked

Pure Virtual Function

* A virtual function is not used for performing any task. It only serves as a placeholder.
* When the function has no definition, such function is known as "**do-nothing**" function.
* The "**do-nothing**" function is known as a **pure virtual function**. A pure virtual function is a function declared in the base class that has no definition relative to the base class.
* A class containing the pure virtual function cannot be used to declare the objects of its own, such classes are known as abstract base classes.
* The main objective of the base class is to provide the traits to the derived classes and to create the base pointer used for achieving the runtime polymorphism.

**Pure virtual function can be defined as:**

**virtual** **void** display() = 0;

**Let's see a simple example:**

#include <iostream>

**using** **namespace** std;

**class** Base

{

**public**:

**virtual** **void** show() = 0;

};

**class** Derived : **public** Base

{

**public**:

**void** show()

    {

        std::cout << "Derived class is derived from the base class." << std::endl;

    }

};

**int** main()

{

    Base \*bptr;

    //Base b;

    Derived d;

    bptr = &d;

    bptr->show();

**return** 0;

}

**Output:**

Derived class is derived from the base class.

In the above example, the base class contains the pure virtual function. Therefore, the base class is an abstract base class. We cannot create the object of the base class.

**Virtual destructor**

Deleting a derived class object using a pointer to a base class, the base class should be defined with a virtual destructor.

**Example Code**

#include<iostream>

using namespace std;

class b {

   public:

      b() {

         cout<<"Constructing base \n";

      }

      virtual ~b() {

         cout<<"Destructing base \n";

      }

};

class d: public b {

   public:

      d() {

         cout<<"Constructing derived \n";

      }

      ~d() {

         cout<<"Destructing derived \n";

      }

};

int main(void) {

   d \*derived = new d();

   b \*bptr = derived;

   delete bptr;

   return 0;

}

**Output**

Constructing base

Constructing derived

Destructing derived

Destructing base